Rsa has two keys private key and public key. You sign something using public key and verify the signature using private key.

(e,n)public key (d)private key

N is a very large number 2000-4000 bits long, e is usually 65537 not a secret

N = p.q generate two random values p and q to multiply it and generate a random number n

Breaking rsa has given e and n

Factor n into p and q

We use euler totient function to calculate the totient of n

φ(n) = (p-1).(q-1)

e.d ≅ 1 mod φ(n) is congruent to

now we know that n is a composite number because it produces two prime numbers when prime factorization is conducted

ferments factorization algorithm is effective only when the prime numbers p and q are not very fifferent from each other

n = (a^2 – b^2) = (a+b) (a-b)

b^2 = a^2 – N

For this to work we must find the value of b as a squared number to balance the equation above

square root of N is where we want to start and move slowly up through a to find a plausible value for b

for this we use a ceiling function.

Initial guess of a would be a = square root of N (integer right above it)

In order for this to work, we add 1 to a to find number that are b squared(going to the next integer above it)

what this equation basically means is we want to find a number d, which when we multiply by n will give us an intermediate value than can be reduced by mod φ(n) which will give is 1.
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random number

n.nbits()

a = isqrt(n) + 1

a

while True:

....: b2 = a^2 - n

....: if is\_square(b2):

....: b = sqrt(b2)

....: break

....: a = a + 1

a

b

p = a + b

q = a – b

e = 65537

phi\_n = (p-1)\* (q-1)

d = inverse\_mod(e,phi\_n)